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Section I: General Ledger (GL) Facility Overview

GL Facility Description

The OMG General Ledger Facility defines the interfaces, and their semantics, that are required to
enable interoperability between General Ledger systems and accounting applications, as well as
other distributed objects and applications for accounting purposes.

The business accounting function (of which, General Ledger is the common core) is a statutory
requirement for all commercial organisations and individual proprietorships. The vast majority of
General Ledger systems are proprietary, non-standard and non-interoperable, even though the
underlying accounting concepts have been stable for over 500 years. Applications such as Payroll
systems and Report Writers need to interoperate with General Ledger systems, however, this is
currently a tedious, difficult, and error prone task, due to the general lack of technology
standardisation. Additionally, many other accounting applications including Accounts Payable,
Accounts Receivable, Inventory, Sales, Purchase Order Processing, and Invoicing, also need to
interoperate with General Ledger systems. Standard interfaces to General Ledger would allow the
user to mix and match different vendors’ implementations of accounting applications, and enable
interoperability with other kinds of applications.

“Monetary calculation is the guiding star of action under the social system of
division of labour. It is the compass of the man embarking upon production ...
[It] is the main vehicle of planning and acting in the social setting of a society
of free enterprise directed and controlled by the market and its prices ... Our
civilisation is inseparably linked with our methods of economic calculation. It
would perish if we were to abandon this most precious intellectual tool of
acting. Goethe was right in calling book-keeping by double entry ‘one of the
finest inventions of the human mind’.” - Ludwig von Mises, Human Action:  A
Treatise on Economics, Regnery, 1963.

GL Facility Structure

The General Ledger (GL) Facility specifies interfaces that encapsulate distributed object
frameworks implementing Accounting General Ledgers, these GL's are conformant with
international accounting standards for double entry book-keeping. The GL interfaces comprise a
framework (in the object-oriented sense), that supports the implementation of accounting client
applications, for example: accounts payable, accounts receivable, payroll, and so forth. The
architectural intention is to facilitate the convenient implementation of interoperable accounting
applications, referred to as "clients" in this specification.

The overall intention is to provide a complete set of GL services that fully support the
implementation of accounting clients that need to interoperate with one or more GL
implementations. All user interfaces are the responsibility of the clients; whereas, GL Facility
implementations are responsible for back-end operations. The GL Facility supports various GL
characteristics and operations such as persistence, multi-currency, and other requirements specified
by the Object Management Group's General Ledger Facility Request for Proposal, as recommended
by the OMG Financial Domain Task Force (FDTF), the OMG Accounting Working Group and the
Esprit COMPASS project.
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GL Interface Summary

The General Ledger Facility defines interfaces (using OMG/ISO IDL) to support the capabilities as
mentioned previously. The following table gives a high level description of the General Ledger
Facility interfaces. Subsequent sections describe the interfaces in more detail.

Interface Purpose Primary Client(s)
GLProfile Client Session Establishment All GL clients
GLBookKeeping Data entry Data entry clients
GLRetrieval Data extraction Reporting clients
GLAccountLifecycle Account lifecycle management GL administration clients
GLIntegrity Data integrity checks GL administration clients
GLFacilityLifecycle GL lifecycle management GL administration clients

Table 1-1 Synopsis of  General Ledger Facility Interfaces

Service Level Interfaces

Accounting Com ponent
<<client>>

GL Profile
<<interface>>

GL Retrieval
<<interface>>

GL Bookkeeping
<<interface>>

GL Integrity
<<interface>>

GL Account Lifecycle
<<interface>>

GL Facility Lifecycle
<<interface>>

Figure 1-1: Illustrates the different service level interfaces that comprise the General Ledger
Facility, as documented in Table 1-1.
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Section II: Module FdGeneralLedger

The IDL code in this specification follows the established conventions used by many of the
previously adopted OMG IDL specifications. In the following sections, IDL code is set in courier
font.  Specification semantics are set in Times New Roman font.

The FdGeneralLedger module defines the interfaces of the GL Facility, as well as the structs, exceptions, and
typedefs used by those interfaces. The interfaces are defined for different types of client applications
and users, so that a client does not have to depend upon interfaces it doesn’t use.

Included OMG/ISO IDL Files

#include <FdCurrency.idl>

The GL Facility uses currency types defined from an external currency specification (See Appendix
A for Service Dependencies).

 Module FdGeneralLedger

module FdGeneralLedger {

The module statement establishes the syntactic scope for the GL Facility definitions. The module
name uses the financial domain naming standard with the “Fd” prefix.

GL Facility Invariants

These are the key assumptions regarding the responsibilities of GL Facility implementations.

• The GL Facility maintains state for each client session. For example, each client session
concerns only one known company and the company's established chart of accounts.

• There is a one-to-one mapping between each company and each chart of accounts in each GL
Facility instance. This "single set of books" constraint is conformant with international
accounting standards.  However, a GL Facility is not responsible for enforcing this constraint
in federation with other GL Facility installations.

• Operations performed during each client session are constrained by session-specific GL
policies. See GLFacilityLifecycle for administrative operations.
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GL Facility Environment Contract

These are the key assumptions provisioned for the environmental objects containing and managing
the GL Facility.

• The GL Facility assumes that client authentication for the security policy domain has occurred
prior to access to GL interfaces. See Security Service Dependencies, Appendix A.

• The GL Facility assumes that access controls will be applied according to system domain
policies during prior to and during client sessions. For example, the passing of clear-text
parameters in operation invocations will be protected from unauthorised access or disclosure.

• The only interface provided to GL clients prior to GL session establishment is the GLProfile
interface.

• The environment shall not disclose other GL interfaces to GL clients. That is the responsibility
of the GLProfile interface. For example, only the GLProfile interface shall be advertised in the
Trader Service and Name Service.  Other GL interfaces are provided by the GLProfile
interface, subsequent to GL client session establishment.
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GL Forward Declarations

interface GLProfile;                    // establish client session
interface GLBookKeeping;                // information entry
interface GLRetrieval;                  // information acquisition
interface GLIntegrity;                  // information integrity checks
interface GLAccountLifecycle;           // GL Account lifecycle management
interface GLFacilityLifecycle;          // GL Facility lifecycle management

Forward declarations are included for all of the interfaces defined in the GL Facility.

GL Typedefs

The FdGeneralLedger module defines several types for the accounting information. Among these
are a number of sequence types, which follow the naming convention <T>List where T is the type
of the sequence elements.

GL Basic Types

typedef sequence<boolean> booleanList;
typedef sequence<wstring> wstringList;

Collection types for booleans and wide strings. All the strings used in the module are wstrings.

struct NameValue {
    wstring name;
    wstring value; }; // TBD.
typedef sequence<NameValue> NameValueList;

 Name-value pair and collection of name-value pairs.

typedef FdCurrency::Date Date;
typedef FdCurrency::Money Money;
typedef wstring Currency; // ISO currency mnemonic

Types imported from an external currency specification, module FdCurrency. These types are used
opaquely in this specification.
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GL Account Information

enum ChartKind {DEFAULT_NOMINAL, EXISTING_CHART, EMPTY_LEDGER };

Defines the different kinds of Charts of Accounts schemas for the purposes of initialisation. Used
when setting up the chart of accounts for a company’s ledger.

struct AccountInfo {
    wstring acc_ref;
    wstring description; };
typedef sequence<AccountInfo> AccountInfoList;

enum AccountKind { CASH, BANK, CONTROL, REGULAR };

Identifies the pre-defined types of GL accounts. A GL account is a “regular” GL account by
default. The GL maintains additional state values for GL accounts. Cash and Bank accounts are
special designations of GL accounts, that otherwise behave like “regular” GL accounts.

Summary information about GL accounts, with their identifier and descriptive name.

struct Account {
        wstring         GLAcc_ref; // GL Account reference
        wstring         GLAcc_name; // name
        wstring         GLreporting_code;     // grouping code
        Currency        default_currency;
        Money           balance;
        boolean         is_control;
        Money           mth_bal;
        Money           ytd_bal;
        wstring         con_acc_kind;
        wstring         con_acc_desc;
        wstringList     optional_fields; };

The account structure is a description of an account in the General Ledger. The field GLAcc_ref
is a unique reference to the account within the GL Facility. The field GLAcc_name is a
descriptive client specified name. The GLreporting_code  is a reporting code that may be used
as a synonym for the account name. A default_currency is specified for each account.. GL accounts
and control accounts are differentiated by the is_control  boolean. The fields balance ,
mth_bal (monthly), and ytd_bal (year to date) are state values maintained for GL control
accounts.  The fields con_acc_kind and con_acc_desc denote characteristics of control accounts.
The optional_fields contain implementation specific extensions.

typedef sequence<Account> AccountList;

A collection of GL account descriptions.
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GL Periods and Transaction Information

enum PeriodKind { NO_DATE, WEEK, MONTH, QUARTER, YEAR }; // TBD.

An accounting period can be undated (NO_DATE), weekly, monthly, quarterly, or yearly.

struct AccountingPeriod { // TBD.
    wstring period_name;
    PeriodKind period_kind;
    Date start_date;
    Date end_date; };

Transactions posted to the GL belong to accounting periods, which can correspond to a date range
or be undated. Undated periods are usually used for special transactions connected to year end
closing procedures. Accounting periods have a client defined period name. Accounting periods also
have a start date and an end date which are an inclusive in the specified period.

struct HistorySpec{
        wstring lower_acc_ref, upper_acc_ref;
        wstring start_period, end_period; // TBD.
        Date start_date, end_date;
        wstring lower_trans_no, upper_trans_no; };
typedef sequence<HistorySpec> HistorySpecList;

Used for retrieving a subset of the transactions in the ledger.

struct ControlAccInfo {
    wstringList     control_acc_names;
    wstringList     control_acc_ref_nos;
    unsigned short  max_bank_accs; // TBD.
    wstringList     bank_acc_ref_nos; };
typedef sequence <ControlAccInfo> ControlAccInfoList;

Used for retrieving information about GL control accounts.

struct TransactionInfo { // TBD.
    wstring trans_no;
    wstring trans_kind;
    wstring period_id; // not in appendix b
    Date    trans_date; };

Summary information of a Transaction.

typedefsequence <TransactionInfo> TransactionInfoList;

Summary information about a list of GL transactions posted to the GL
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struct Entry { // TBD.
    unsigned long trans_no;
    Date          entered_date;
    wstring       account_no;
    wstringList   dimension_accounts;
    Money         amount;
    DDecimal      quantity;
    wstring       description;
    wstring       rule_ref;
    wstring       invoice_no;
    wstring       document_ref;
    wstring       user_name;
    ValueList     optional_fields;
};

A column entry in the ledger.

typedef sequence<Entry> EntryList;

A list of column entries.

struct Transaction {
    unsigned long trans_no;
    wstring       trans_kind;
    wstring       period_id;
    Date          trans_date;
    wstring       document_ref;
    EntryList   entries;
    ValueList     optional_fields;
};

A row in the ledger, i.e. a balanced transaction. The sum of the entries’ amounts must be 0.

typedef sequence<Transaction> TransactionList

A list of transactions. // TBD.
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GL Data Type Argument Exceptions

The type booleanList is used to indicate the position of the error. For example, if the error is in a
struct type, the booleanList indicates the bad struct member, positional order, starting with 0. For
Accounts, Transactions, and Entries, the position is indexed by the GLParameterIds.

    exception BadDate { wstring error;
        Date bad_value; }; 

    exception BadChartKind { wstring error
        ChartKind bad_value; };

    exception BadSelection { wstring error;
        unsigned long selection_code;
        booleanList bad_members; };

    exception BadTransaction { wstring error;
         wstring trans_no; booleanList bad_fields; };         

    exception BadAccountKind {wstring error;
        AccountKind bad_value; };

    exception BadHistorySpec { wstring error;
        booleanList bad_members; };

exception BadPeriod {
       wstring error;
       wstring period_id; }; // TBD.

Other Exceptions

   exception BadName { wstring error, bad_value; };

   exception BadAccountRef { wstring error;
      wstring bad_value; };

GL account reference does not exist, or, when creating a new account, the account reference is
invalid or, there is already a GL account with that reference.

   exception BadTransNo { wstring error;
      wstring bad_value; };

   exception NoChartOfAccounts { wstring error; };

There is no chart of accounts. The NoChartOfAccounts exception is used explicitly on GL
initialisation operations. Other exceptions may be raised if the Chart of Accounts is uninitialized or
otherwise improperly configured.
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   exception CannotRemove ( wstring error; };

It is not possible to delete or remove this object.

   exception ProfileError { wstring error; }; // TBD.

   exception UnknownCompany( wstring error, bad_value; );

Company name does not match a known chart of accounts. bad_value is the erroneous company
name.

   exception MaxExceeded { wstring error;
         unsigned long max_amount; };

An implementation-specific amount was exceeded.

   exception BadIntegrity { wstring error;
         any bad_value; };

Indicates a failure of a GL integrity check.

   exception BadAccountName { wstring error;
         wstring bad_value; };

Account name is invalid.

   exception BadReportingCode { wstring error;
         wstring bad_value; };

Reporting code is invalid.
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Section III: GL Profile Interface

The GLProfile is the initial interface used to establish a client session. A client session must be
established prior to use of the General Ledger Facility. Each client session must use a unique
instance of GLProfile

GLProfile Operation: get_default_company_name

wstring get_default_company_name()
    raises ( NoChartOfAccounts );

Description
Each GL Facility can manage the General Ledgers of many different companies (one GL per
company.) One of the companies is designated as the default company; its name can be retrieved
with this operation.

Precondition
none

Input parameters
none

Output parameters
none

Return value
Returns the default company name as a wstring.

Exceptions
NoChartOfAccounts: Raised when there are no ledgers (and hence no default company name)
available.

Postcondition
none
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GLProfile Operation: get_GL_company_names

wstringList get_GL_company_names()
    raises ( NoChartOfAccounts );

Description
Allows the clients to retrieve the company names of the available ledgers.

Precondition
This operation can be called prior to GL login.

Input Parameters
none

Output Parameters
none

Return Value
Returns wstringList with a sequence of all company names available in the General Ledger
Facility.

Exceptions
NoChartOfAccounts: Raised when there are no ledgers available.

Postcondition
none
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GLProfile Operation: get_current_system_date

    Date get_current_system_date();

Description
Allows the clients to retrieve the current date used by the GL Facility

Precondition
none

Input Parameters
none

Output Parameters
none

Return Value
Returns a Date object.

Exceptions
none

Postcondition
none



   OMG General Ledger Facility

20

GLProfile Operation: general_ledger_open

wstring general_ledger_open (
            in wstring company_name, in Date system_date )
            raises ( UnknownCompany, ProfileError, BadDate );

Description
Establishes client session for a General Ledger by company name. system_date is the effective
date of the session. This is so any updates to the General Ledger can appear in the correct period.

Precondition
none

Input Parameters
wstring company_name: The company name of the ledger to select.
Date system_date: The effective system date for this session.

Output Parameters
none

Return Value
Returns a ClientProfile struct with information about the client session..

Exceptions
UnknownCompany: raised if a ledger for the company named company_name is not known to the
General Ledger Facility.

Postcondition
A client session is established against the ledger identified by company_name. If the client is
already logged in, an exception is raised.
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GLProfile Operation: book_keeping

GLBookKeeping book_keeping();

Description
This method retrieves a reference to the GLBookKeeping interface for the current company.

Precondition
A client session must have been established with general_ledger_open.

Input Parameters
none

Output Parameters
none

Return Value
Returns a GLBookKeeping for use in the current session. Once the session has ended the returned
GLBookKeeping is no longer a valid object.

Exceptions
ProfileError: The client has not successfully established a session with general_ledger_open prior
to the call.

Postcondition
None
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GLProfile Operation: retrieval

GLRetrieval retrieval()raises (ProfileError);

Description
This method retrieves a reference to the GLRetrieval interface for the current company.

Precondition
A client session must have been established with general_ledger_open.

Input Parameters
none

Output Parameters
none

Return Value
Returns a GLRetrieval for use in the current session. Once the session has ended the returned
GLRetrieval is no longer a valid object.

Exceptions
ProfileError: The client has not successfully established a session with general_ledger_open prior
to the call.

Postcondition
None
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GLProfile Operation: integrity

GLIntegrity integrity() raises (ProfileError);

Description
This method retrieves a reference to the GLIntegrity interface for the current company.

Precondition
A client session must have been established with general_ledger_open.

Input Parameters
none

Output Parameters
none

Return Value
Returns a GLIntegrity for use in the current session. Once the session has ended the returned
GLIntegrity is no longer a valid object.

Exceptions
ProfileError: The client has not successfully established a session with general_ledger_open prior
to the call.

Postcondition
None
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GLProfile Operation: account_lifecycle

GLAccountLifecycle account_lifecycle()raises (ProfileError);

Description
This method retrieves a reference to the GLAccountLifecycle interface for the current company.

Precondition
A client session must have been established with general_ledger_open.

Input Parameters
none

Output Parameters
none

Return Value
Returns a GLAccountLifecycle for use in the current session. Once the session has ended the
returned GLAccountLifecycle is no longer a valid object.

Exceptions
ProfileError: The client has not successfully established a session with general_ledger_open prior
to the call.

Postcondition
None
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GLProfile Operation: Facility_lifecycle

GLFacilityLifecycle Facility_lifecycle()raises (ProfileError);

Description
This method retrieves a reference to the GLFacilityLifecycle interface for the current company.

Precondition
A client session must have been established with general_ledger_open.

Input Parameters
none

Output Parameters
none

Return Value
Returns a GLFacilityLifecycle for use in the current session. Once the session has ended the
returned GLFacilityLifecycle is no longer a valid object..

Exceptions
ProfileError: The client has not successfully established a session with general_ledger_open prior
to the call.

Postcondition
None
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GLProfile Operation: get_client_company_name

wstring get_client_company_name() raises (ProfileError, NoChartOfAccounts);

Description
This method retrieves the name of the currently selected company.

Precondition
A client session must have been established with general_ledger_open.

Input Parameters
none

Output Parameters
none

Return Value
Returns the currently active company name.

Exceptions
ProfileError: The client has not successfully established a session with general_ledger_open prior
to the call. NoChartOfAccounts is raised when there are no companies in the General Ledger.

Postcondition
None



   OMG General Ledger Facility

27

GLProfile Operation: get_current_period

AccountingPeriod get_current_period() raises (ProfileError);

Description
Each ledger implementation maintains a default period, which is typically the last open period. The
get_current_period() operation retrieves this default period for the current company.

Precondition
A client session must have been established with general_ledger_open.

Input Parameters
none

Output Parameters
none

Return Value
Returns an AccountingPeriod struct with information about the current period for the current
ledger.

Exceptions
ProfileError: The client has not successfully established a session with general_ledger_open prior
to the call.

Postcondition
none



   OMG General Ledger Facility

28

GLProfile Operation: get_GLReport_codes

wstringList get_GLReport_codes()raises (ProfileError);

Description
Each ledger uses a set of reporting codes, which are typically used to group accounts in reports.
This operation retrieves the reporting codes available for the current client.

Precondition
A client session must have been established with general_ledger_open. A set of reporting codes
should exist for the ledger. For implementations which do not supply a default set of reporting
codes, the client can ensure this by calling the GLFacilityLifecycle operation
set_GLReport_codes().

Input Parameters
none

Output Parameters
none

Return Value
Returns a wstringList with a list of report codes valid for the current session.

Exceptions
ProfileError: The client has not successfully established a session with general_ledger_open prior
to the call.
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GLProfile Operation: get_default_currency

wstring get_default_currency()raises (ProfileError);

Description
Each ledger maintains a default currency, which is used when creating new accounts (see the
createAccount operation in GLAccountLifecycle.)

Precondition
A client session must have been established with general_ledger_open.

Input Parameters
none

Output Parameters
none

Return Value
Returns a wstring containing the default currency mnemonic for the current session.

Exceptions
ProfileError: The client has not successfully established a session with general_ledger_open prior
to the call.

Postcondition
none
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GLProfile Operation: get_known_currencies

wstringList get_known_currencies() raises (ProfileError);

Description
The Money values in financial transactions posted to the GL must have a valid currency mnemonic
and Money attribute. This method allows the client to retrieve all available currencies

Precondition
A client session must have been established with general_ledger_open.

Input Parameters
none

Output Parameters
none

Return Value
Returns wstringList with a list of known currency mnemonics valid for the current session.

Exceptions
ProfileError: The client has not successfully established a session with general_ledger_open prior
to the call.

Postcondition
none
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GLProfile Operation: get_dimension_names

wstringList get_dimension_names() raises (ProfileError);

Description
Dimensions are orthogonal axes in proportion to an account. get_dimension_names finds the names
that match the clients account.

Precondition
none

Input Parameters
none

Output Parameters
none

Return Value
Returns wstringList:with the names of the available dimensions.

Exceptions
ProfileError: The client has not successfully established a session with general_ledger_open prior
to the call.

Postcondition
none // TBD.
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GLProfile Operation: quit

void quit() raises (ProfileError);

Description
Closes down the current client session.

Precondition
A client session must have been established with general_ledger_open.

Input Parameters
none

Output Parameters
none

Return Value
none

Exceptions
ProfileError: The client has not successfully established a session with general_ledger_open prior
to the call.

Postcondition
Once this method is invoked, all references to other interfaces in the General Ledger immediately
become invalid. This method also invalidates any references to the current GLProfile so that the
resource is properly released. However, compliant implementations need not enforce this.
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Section IV: GLBookKeeping Interface

The GLBookkeeping interface is used for entering new transactions in the ledger of the company
selected at login.

GLBookKeeping Operation: post

void post(in Transaction single_transaction)
    raises (BadTransaction);

Description
Posts a single transaction to the ledger.

Precondition
none

Input Parameters
transaction single_transaction: The transaction to post.

Output Parameters
none

Return Value
none

Exceptions
BadTransaction: One of the fields in trans or its entries have an illegal value, or the transaction is
not balanced (the sum of its entries is not 0.)

Postcondition
The transaction is added to the ledger, and the balances of the accounts referenced by the entries are
updated.



   OMG General Ledger Facility

34

GLBookKeeping Operation: post_batch

void post_batch ( in TransactionList transactions ) raises ( BadTransaction );

Description
Posts a list of transactions to the ledger.

Precondition
none

Input Parameters
TransactionList transactions: The list containing the transactions to post.

Output Parameters
none

Return Value
none

Exceptions
BadTransaction: One of the fields in trans or its entries have an illegal value, or the transaction is
not balanced (the sum of its entries is not 0.) The transaction causing the error is identified with the
trans_no variable of the exception.

Postcondition
The ledger contains the transactions in the transactions list. If one of the transactions causes an
exception to be raised, none of the transactions in the list are written to the ledger. The balances of
the accounts referenced by the entries in the transactions are updated.
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Section V: GLRetrieval Interface

The GLRetrieval interface supports client reporting functions for the chart of accounts and the
transactions in the ledger for the current company.

Chart of Accounts Information

The following operations provide information about the chart of accounts in the current company’s
ledger.

GLRetrieval Operation: number_of_accounts

unsigned long number_of_accounts();

Description
Retrieves the number of accounts in the ledger for the current company.

Precondition
none

Input Parameters
none

Output Parameters
none

Return value
Returns the number of accounts as an unsigned long.

Exceptions
none

Postcondition
none
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GLRetrieval Operation: get_account_info

AccountInfoList get_account_info(
    in AccountKind type_of_account)
    raises (BadAccountKind);

Description
Allows the client to retrieve summary information about the accounts of a specific type.

Precondition
none

Input Parameters
AccountKind type_of_account: The account type for which the summary account information are
to be retrieved.

Output Parameters
none

Return Value
Returns an AccountInfoList with summary information for all the accounts of the specified type.

Exceptions
BadAccountKind: The parameter type_of_account is not a valid AccountKind.

Postcondition
none
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GLRetrieval Operation: get_all_account_info

AccountInfoList get_all_account_info();

Description
Retrieves summary information for all the accounts in the ledger.

Precondition
none

Input Parameters
none

Output Parameters
none

Return Value
Returns an AccountInfoList with summary information for all the accounts in the ledger.

Exceptions
none

Postcondition
none
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GLRetrieval Operation: get_account

Account get_account(in wstring GLAcc_ref)
    raises (BadAccountRef);

Description
Retrieves a single account from the current ledger.

Precondition
none

Input Parameters
wstring GLAcc_ref: The number of the account to be retrieved.

Output Parameters
none

Return Value
Returns an Account struct with a full description of the account identified by GLAcc_ref.

Exceptions
BadAccountRef: The account reference does not exist in the ledger.

Postcondition
none
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GLRetrieval Operation: get_multiple_accounts

AccountList get_multiple_accounts(
    in wstringList GLAcc_refs)
    raises (BadAccountRef);

Description
Retrieves a set of accounts from the ledger.

Precondition
none

Input Parameters
wstringList GLAcc_refs: List containing the numbers of the accounts to be retrieved.

Output Parameters
none

Return Value
Returns an AccountList containing full descriptions for the accounts identified by the account
references in GLAcc_refs

Exceptions
BadAccountRef: An account reference in the GLAcc_refs list parameter does not exist in the
ledger.

Postcondition
none
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GLRetrieval Operation: get_accounts_from_GLreporting_code

AccountList get_accounts_from_GLreporting_code(
    in wstring GLreporting_code)
    raises (BadReportingCode);

Description
Allows the client to retrieve accounts for a certain reporting code.

Precondition
none

Input Parameters
wstring GLreporting_code: The reporting code for which accounts are to be retrieved.

Output Parameters
none

Return Value
Returns an AccountList with the accounts having the given reporting code.

Exceptions
BadReportingCode: The reporting code is not valid.

Postcondition
none // TBD.
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GLRetrieval Operation: get_control_acc_info

AccountInfoList get_control_acc_info();

Description
Allows the client to retrieve the control accounts in the ledger.

Precondition
none

Input Parameters
none

Output Parameters
none

Return Value
Returns an AccountInfoList containing summary information for all the control accounts in the
ledger.

Exceptions
none

Postcondition
none // TBD.
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General Ledger Transactions Retrieval

These operations provide information about transactions which have been entered in the current
company’s ledger.

GLRetrieval Operation: number_of_current_transactions

unsigned long number_of_current_transactions();

Description
Retrieves the total number of financial transactions posted to the current company’s General
Ledger.

Precondition
none

Input Parameters
none

Output Parameters
none

Return Value
Returns the number of transactions as an unsigned long.

Exceptions
none

Postcondition
none
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GLRetrieval Operation: get_transaction_info

TransactionInfoList get_transaction_info(in trans_no) raises (BadTransNo);

Description
Retrieves summary information for all specified financial transactions posted to General Ledger for
a given GL account reference.

Precondition
none

Input Parameters
trans_no // TBD.

Output Parameters
none

Return Value
Returns a TransactionInfoList containing summary information for all transactions related to the
specified GL account reference.

Exceptions
BadTransNo is raised if the specified GL transaction reference is invalid.

Postcondition
none
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GLRetrieval Operation: get_multiple_transaction_info

TransactionInfoList get_multiple_transaction_info ( in HistorySpec
history_range )raises (BadHistorySpec, MaxExceeded );

Description
Retrieves summary information for all the transaction in the current company’s ledger as specified
by the HistorySpec.

Precondition
none

Input Parameters
HistorySpec

Output Parameters
none

Return Value
Returns a TransactionInfoList containing summary information for all the ledger transactions.

Exceptions
none

Postcondition
none
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GLRetrieval Operation: get_current_history_range

HistorySpec get_current_history_range( out unsigned long
number_of_transactions);

Description
Subsets of the transactions in the ledger are specified with the HistorySpec struct. This operation
retrieves the largest range of filter values for the transactions in the current company’s ledger, such
as the first and last accounting period and the range of transaction numbers.

Precondition
none

Input Parameters
none

Output Parameters
unsigned long number_of_transactions: The number of transactions that will fit the returned history
spec, i.e. the total number of transactions in the ledger.

Return Value
Returns a HistorySpec with the maximum range for all the history dimensions of the transactions in
the ledger.

Exceptions
none

Postcondition
none
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GLRetrieval Operation: number_of_history_transactions

unsigned long number_of_history_transactions(
    in HistorySpec history_range)
    raises (BadHistorySpec);

Description
For a given account history specification range, this operation returns the number of transactions in
the chart of accounts that match the history specification.

Precondition
none

Input Parameters
HistorySpec history_range: The transaction filter for which the transaction count is desired.

Output Parameters
none

Return Value
Returns the number of transactions which fall within the range specified by history_range as an
unsigned long.

Exceptions
BadHistorySpec: One or more fields of the history_range parameter contains illegal values.

Postcondition
none
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GLRetrieval Operation: get_multiple_transactions

TransactionList get_multiple_transactions(
    in HistorySpec history_range)
    raises (BadHistorySpec, MaxExceeded);

Description
Retrieves a subset of the transactions in the current company’s ledger.

Precondition
none

Input Parameters
HistorySpec history_range: The filter to use for selecting transactions from the ledger.

Output Parameters
none

Return Value
Returns a TransactionList containing the transactions in the ledger, which fall into the range
history_range.

Exceptions
BadHistorySpec: one or more fields of the history_range parameter contains illegal values
MaxExceeded: an implementation specific maximum value has been exceeded.

Postcondition
none
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GLRetrieval Operation: get_current_transactions

TransactionList get_current_transactions();

Description
Retrieves all the transactions in the ledger. This may return a very large number of transactions.
Most client applications will use the get_multiple_transactions operations to retrieve a subset of the
transactions at a time.

Precondition
none

Input Parameters
none

Output Parameters
none

Return Value
Returns a TransactionList containing all the transactions in the ledger.

Exceptions
none

Postcondition
none
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Section VI: GLAccountLifecycle Interface

The GLAccountLifecycle service manages the lifecycle of the accounts in the ledger, facilitating
the customisation of the chart of account selected when the ledger was created. Only client sessions
with GL Manager privileges can use the operations in the interface.

GLAccountLifecycle Operation: createAccount

void createAccount(in wstring GLAcc_ref,
    in wstring GLAcc_name,
    in boolean is_nominal_account,
    in boolean is_control_account, // TBD.
    in wstring reporting_code)
    raises (BadAccountRef, BadAccountName,
    BadReportingCode);

Description
Creates a new account, identified by GLAcc_ref.

Precondition
The client session must have been established with Manager privileges.

Input Parameters
wstring GLAcc_ref: unique identifier for accounts. wstring GLAcc_name: descriptive name for the
account. Whether an account name has to be unique or not is implementation-defined. Boolean
is_nominal_account: true if the account is nominal (its balance is reset at the end of the accounting
year.) Boolean is_control_account: true if the account is a control account. wstring reporting_code:
the reporting code, which must be one of the codes passed to the GLFacilityLifecycle operation
set_GLReport_codes().

Output Parameters
none

Return Value
none

Exceptions
BadAccountRef: raised if GLAcc_ref is not unique, empty, or otherwise unacceptable to the
underlying implementation. BadAccountName: raised if GLAcc_name is empty, or otherwise
unacceptable to the underlying implementation. BadReportingCode: raised if reporting_code is not
one of the allowed values..

Postcondition
The new account is added to the ledger. The default currency of the new account is set to the
default currency of the ledger.
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GLAccountLifecycle Operation: removeAccount

void removeAccount(in wstring GLAcc_ref)
    raises (BadAccountRef,
    CannotRemove);

Description
Removes the account identified by GLAcc_ref from the chart of accounts.

Precondition
The client session must have been established with Manager privileges. The account cannot be in
use; accounts which are in use cannot be deleted. An account is in use when there are associated
financial transactions in the ledger, or it is a control account referring to a non-empty set of other
accounts, or the balance of the account is non-zero.

Input Parameters
wstring GLAcc_ref: unique identifier for the account.

Output Parameters
none

Return Value
none

Exceptions
BadAccountRef: raised if the account reference GLAcc_ref is not present in the ledger.
CannotRemove: raised if the account is in use.

Postcondition
none
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GLAccountLifecycle Operation: modify_account

void modify_account(in wstring GLAcc_ref,
    in wstring new_GLAcc_name,
    in wstring new_reporting_code)
    raises (BadAccountRef,
    BadAccountName,
    BadReportingCode);

Description
Modifies the descriptive name and/or the reporting code associated with the account identified by
GLAcc_ref.

Precondition
The client session must have been established with Manager privileges.

Input Parameters
wstring GLAcc_ref: identifies the account to be modified.
wstring new_GLAcc_name: new descriptive name for the account.
wstring new_reporting_code: new reporting code for the account.

Output Parameters
none

Return Value
none

Exceptions
BadAccountRef: raised if the GLAcc_ref not is identified or another account has the same id.
BadAccountName: raised if the GLAcc_name is empty or otherwise unacceptable to the underlying
implementation. BadReportingCode: The reporting code is invalid.

Postcondition
none
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GLAccountLifecycle Operation: close_accounting_period

void close_accounting_period(
    in wstring period_id)
    raises (BadPeriod);

Description
Closes the accounting period identified by period_id. No more transactions can be posted to the
ledger for a closed period.

Precondition
The client session must have been established with Manager privileges.
The period must be open. A period in an accounting year cannot be closed if the previous
accounting year has not been closed with close_accounting_year. All preceding accounting periods
must be closed.

Input Parameters
wstring period_id: indicate the account period to be closed.

Output Parameters
none

Return Value
none.

Exceptions
BadPeriod: raised if period_id does not exist or the period is already closed.

Postcondition
none // TBD.
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GLAccountLifecycle Operation: close_accounting_year

void close_accounting_year(
    in wstring last_period_in_year)
    raises(BadPeriod);

Description
Marks the accounting year whose last period is last_period_in_year as closed. Note that year-end
closing can be a complex process, and it varies greatly between different implementations and even
users. Therefore, this operation does not perform any specific year-end processing, such as
transferring the balances of nominal (e.g. profit and loss) accounts to the appropriate balance sheet
accounts. Such operations are intended to be performed by components or applications using any
necessary GL interfaces for the purpose.

Precondition
The client session must have been established with Manager privileges.
The period last_period_in_year must be closed.

Input Parameters
wstring last_period_in_year: Identifies the last period in the year to be closed.

Output Parameters
none

Return Value
none

Exceptions
BadPeriod: The period does not exist, is not closed, or is not the last period in an accounting year.

Postcondition
none // TBD.
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Section VII: GLIntegrity Interface

The GLIntegrity interface provides integrity checks of the chart of accounts and transactions in the
ledger of the current company.

GLIntegrity Operation: get_dynamic_selection

wstringList get_dynamic_selection();

Description
Returns a list of available integrity tests. Each integrity test is identified by a name.

Precondition
none

Input Parameters
none

Output Parameters
none

Return Value
Returns a wstringList containing the implementation-defined list of integrity checks.

Exceptions
none

Postcondition
none
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GLIntegrity Operation: check_integrity

boolean check_integrity(
    in wstring integrity_check_selection)
    raises (BadSelection, BadIntegrity);

Description
Performs the indicated integrity check.

Precondition
The integrity check must be one of those returned by get_dynamic_selection, which therefore has
to be called first.

Input Parameters
wstring integrity_check_selection: Identifies the integrity check to perform.

Output Parameters
none

Return Value
Returns true if the integrity test passes, false if there are warnings.

Exceptions
BadSelection: The selected test is not one of the available integrity tests. BadIntegrity: The
integrity test failed.

Postcondition
Implementation-defined.
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Section VIII: GLFacilityLifecycle Interface

The GLFacilityLifecycle operations are used to manipulate the information in the Facility which is
independent of the individual ledgers. This information include users and their access rights,
companies and their chart of accounts, and other information which define the allowed values for
some of the fields of the Account and Transaction structs.

GLFacilityLifecycle Operation: get_company_attributes

NameValueList get_company_attributes(
    in wstring company_name)
    raises (UnknownCompany);

Description
Returns a list with company attributes associated to the a company name.

Precondition
The client session must have been established with Manager privileges.

Input Parameters
wstring company_name: the name or ID of the company

Output Parameters
none

Return Value
Returns NameValueList: information about a company as a list of name-value pair.

Exceptions
UnknownCompany: raised if trying to get attributes to a non existing company.

Postcondition
none
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GLFacilityLifecycle Operation: create_company_chart_of_accounts

void create_company_chart_of_accounts(
    in wstring new_company_name,
    in ChartKind chart_of_account_schema,
    in wstring copied_company_name_for_schema)
    raises (UnknownCompany,
    BadChartKind);

Description
Creates a new company, and sets up an initial chart of account based on the schema indicated by
chart_of_account_schema, or, if copied_company_name_for_schema is non-empty, copies the
chart of accounts from that company.

Precondition
The client session must have been established with Manager privileges.

Input Parameters
wstring new_company_name:
ChartKind chart_of_account_schema:
wstring copied_company_name_for_schema:

Output Parameters
none

Return Value
none

Exceptions
UnknownCompany: The company copied_company_name_for_schema does not exist.
BadChartKind: chart_of_account_schema is not a valid ChartKind value.

Postcondition
A ledger for the new company is created and made available to new client sessions.
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GLFacilityLifecycle Operation: expunge_company

void expunge_company(in wstring company_name)
    raises (UnknownCompany,
    CannotRemove);

Description
Deletes the company and its ledger from the Facility.

Precondition
The client session must have been established with Manager privileges.

Input Parameters
wstring company_name: the name of the company

Output Parameters
none

Return Value
none

Exceptions
UnknownCompany: raised if trying to delete a none existing company
CannotRemove: unable to delete the chart of accounts.

Postcondition
none
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Other Facility and Company Information

GLFacilityLifecycle Operation: set_GLReport_codes

void set_GLReport_codes(in wstringList GLReport_codes)
    raises (BadName, MaxExceeded);

Description
Defines the set of reporting codes for accounts in the current ledger.

Precondition
The client session must have been established.

Input Parameters
wstringList GLReport_codes: The valid reporting codes for the ledger.

Output Parameters
none

Return Value
none

Exceptions
BadName: Invalid name. MaxExceeded: Too many reporting codes.

Postcondition
none
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GLFacilityLifecycle Operation: set_default_currencies

void set_default_currency (
    in wstring currency_mnemonic )
    raises ( BadName);

Description
Defines the default currency assigned to new accounts in the current ledger.

Precondition
The client session must have been established with Manager privileges.

Input Parameters
wstring currency_mnemonic: The default currency for new accounts in the ledger.

Output Parameters
none

Return Value
none

Exceptions
BadName: Invalid name.

Postcondition
none
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GLFacilityLifecycle Operation: set_known_currencies

void set_known_currencies (
    in wstringList currency_mnemonics )
    raises ( BadName, MaxExceeded );

Description
Defines the set of valid currencies for transactions posted to the current ledger.

Precondition
The client session must have been established with Manager privileges.

Input Parameters
wstringList currency_mnemonics: The valid currencies for the ledger.

Output Parameters
none

Return Value
none

Exceptions
BadName: Invalid currency name. MaxExceeded: Too many currencies.

Postcondition
none
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Appendix A - Requirements Compliance

The scope of the proposed solutions to the RFP is defined by that document in the following
statements:

• this RFP seeks responses that identify the external interfaces, relationships and semantics, that
are required for accounting application interoperability with General Ledger (GL) systems.

• this RFP does not seek proposals for the internal interfaces of a General Ledger system or
other functions that are not required for general interoperability with accounting applications.

• this RFP does not seek proposals for other financial and accounting applications, but proposals
must define how such other applications could interface and inter-operate with the GL Facility
using OMG IDL interfaces.

• this RFP is limited exclusively to the General Ledger component of the Common Accounting
Facility as found in the OMG Common Facilities Architecture.

RFP Requirements for the General Ledger Facility

The technical requirements for the General Ledger Facility are specified in the Financial Domain
Task Force RFP, document finance/97-11-05, Section 6.0.  The following sub-sections follow the
outline of that section.

Specific Mandatory Requirements

Requirement
All interfaces of the General Ledger Facility shall be described in OMG IDL and include
specification of exception conditions on operations.  Proposals shall define the General Ledger
Facility in a manner that supports programming language independence and exclude dependence
upon specifications that do not provide for implementation independence.

Response
Met in full.
Previous sections of this submission have specified each of the interfaces comprising the proposed
General Ledger Facility, including additional exception conditions, using the standard OMG IDL as
defined in the CORBA 2.1 specification. Appendix B contains the consolidated IDL specification
for the complete set of interfaces. This IDL has been written following the OMG style guidelines
and its syntax has been validated using a CORBA 2.1 compliant IDL compiler.
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Requirement
Proposals shall provide sufficient level of description to allow for independently developed
accounting applications (including legacy) to inter-operate using submitted GL interfaces.

Response
Met in full.
The content of this submission is being used in an on-going European project as the basis for the
design of two separate prototype GL implementations, one of which is based on an existing (i.e.
legacy) accounting product, which are required to inter-operate at the application level - i.e.
semantically.

Requirement
Proposals shall provide GL support for multiple domestic currencies.  For example, this
requirement derives from the phased transition in the European Union from single indigenous
National currencies, to the Euro.  For a protracted period, both currencies will be used
simultaneously as domestic currencies.  The combination of US Dollars and UK Sterling is an
example of mixed currency support that is not necessarily domestic.  General support for multiple
international currencies is not mandatory because the vast majority of accounting applications
neither require nor implement this capability.

Response
Multiple domestic currencies are handled by the use of multiple sets of Chart of Accounts and
multiple sets of transactions. Multiple international currencies are not manipulated by the GL, other
than by using the operations inherited from a Currency Facility for Money objects. Any additional
handling of such currencies is regarded as the responsibility of the journal application. See
Currency Facility dependency below.

Requirement
Proposals shall support GL persistence in a manner that is transparent to accounting applications.

Response
By using the OMG Persistent Object  Service (Common Object Services Specification, July 1997)
persistence becomes a server-side issue, insulating the client application from these issues.

Requirement
Proposals shall include examples of the behaviour of General Ledger interfaces for clarification.

Response
These are included with the ODP based Enterprise and Information viewpoint documents submitted
to OMG along with this submission.
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Requirement
Proposals shall provide for several viewpoints of the General Ledger with respect to specific points
in time.

Response
The concept of an accounting period is included in this submission and can be used to partitions
sets of transactions and/or extracts from the account history. The GLRetrieval interface also
supports the ability to extract sets of transaction data from the General Ledger selected by an
inclusive date range.

Requirement
Submissions shall support interfaces that enable value added roll-up capabilities, although a full
specification of roll-up capabilities is not mandatory and is beyond the scope of the mandatory
requirements of this RFP.

Response
The submission allows full retrieval of all transaction data from the General Ledger, which forms
the most general solution to supporting an unspecified roll-up capability.

Specific Optional Requirements

Requirement
Proposals may provide for consolidated reporting from multiple General Ledgers.  This accounting
procedure is often called “roll-up”. Even though roll-up is not required by the majority of
accounting users, roll-up is regularly performed in multi-company enterprises (often by manual
procedures due to lack of systems integration). If a roll-up capability is submitted, proposals shall
address the related systems integration issues.

Response
This submission does not make any specific proposal with regard to roll-up. As previously stated,
the submission does provide a very general retrieval capability which could be used by a particular
implementation as the basis for adding roll-up functionality.

Requirement
Proposals may provide for localisation of the General Ledger with respect to statutory
requirements, natural languages, and local accounting practices.

Response
This submission uses the Money and Date objects from the Currency specification in order to
support the use of multiple currencies and date formats. It also requires the use of the IDL wstring
type for all textual parameters, enabling the use of any supported character set for human-readable
data, and avoids specifying any fixed textual data for items such as error or informational
messages. The submission is based solely on the accounting principles laid down by the
International Accounting Standards Committee, which are accepted and legally required/enforced
by over 100 countries world-wide, and does not assume any other accounting practices. This
approach minimises restrictions on the ability of specific implementations to support specific
accounting regulations and/or practices.
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Requirement
Proposals may provide support for multiple textual descriptions of General Ledger entities (such as
account names). For example, this capability is desirable in multi-lingual enterprises to support
user-selected language preferences.  Note that multiple textual descriptions can be manually
entered, automated translation is neither necessary nor recommended to support this requirement.

Response
Other than using the wstring type for textual items this submission makes no specific provision for
multi-lingual support.

Requirement
Proposals may provide support for GL accounts and/or transactions within a single GL
implementation to be distributed across multiple servers.

Response
As is normal for any OMG specification, this submission makes no assumptions about the actual
GL implementation and places no restrictions on how it may or may not be actually distributed.

Requirement
Proposals may enumerate departments, projects, or other business categories.

Response
In order to maximise its applicability this submission seeks to minimise the number of fixed
enumerated categories, preferring to use unbounded lists instead.

Requirement
Proposals may support budgets and budget comparisons.

Response
This submission makes no specific provision for handling budgets as distinct items.

Requirement
Proposals may allow for multiple accounting periods that are "open" simultaneously.  For example,
a transaction to an accounting period can be made subsequent to the closing date of the accounting
period.

Response
This submission makes no prescriptive statements about the rules that may be applied when using
accounting periods.
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Common Mandatory Requirements

Every RFP issued by the OMG includes a common set of requirements which must be met by every
submission (many of these are simply «good practice»).

Requirement
Proposals shall express interfaces in OMG IDL. Proposals should follow accepted OMG IDL and
CORBA programming style. The correctness of the IDL shall be verified using at least one IDL
compiler (and preferably more then one). In addition to IDL quoted in the text of the submission,
all the IDL associated with the proposal shall be supplied to OMG in compiler-readable form.

Response
Met in full.

Requirement
Proposals shall specify operation behaviour, sequencing, and side-effects (if any).

Response
Met in full.

Requirement
Proposals shall be precise and functionally complete. There should be no implied or hidden
interfaces, operations, or functions required to enable an implementation of the proposed
specification.

Response
Met in full.

Requirement
Proposals shall clearly distinguish mandatory interfaces and other specification elements that all
implementations must support from those that may be optionally supported.

Response
Met in full.

Requirement
Proposals shall reuse existing OMG specifications including CORBA, CORBAservices, and
CORBAfacilities in preference to defining new interfaces to perform similar functions.

Response
Met in full.
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Requirement
Proposals shall justify and fully specify any changes or extensions required to existing OMG
specifications. This includes changes and extensions to CORBA inter-ORB protocols necessary to
support interoperability. In general, OMG favours upwards compatible proposals that minimise
changes and extensions to existing OMG specifications.

Response
This submission contains no such changes or extensions.

Requirement
Proposals shall factor out functions that could be used in different contexts and specify their
interfaces separately. Such minimality fosters re-use and avoids functional duplication.

Response
Met in full.

Requirement
Proposals shall use or depend on other interface specifications only where it is actually necessary.
While re-use of existing interfaces to avoid duplication will be encouraged, proposals should avoid
gratuitous use.

Response
Met in full.

Requirement
Proposals shall specify interfaces that are compatible and can be used with existing OMG
specifications. Separate functions doing separate jobs should be capable of being used together
where it makes sense for them to do so.

Response
Met in full.

Requirement
Proposals shall preserve maximum implementation flexibility. Implementation descriptions should
not be included, however proposals may specify constraints on object behaviour that
implementations need to take into account over and above those defined by the interface semantics.

Response
Met in full.

Requirement
Proposals shall allow independent implementations that are substitutable and interoperable. An
implementation should be replaceable by an alternative implementation without requiring changes
to any client.

Response
Met in full.
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Requirement
Proposals shall be compatible with the architecture for system distribution defined in ISO/IEC
10746, Reference Model of Open Distributed Processing (ODP). Where such compatibility is not
achieved, the response to the RFP must include reasons why compatibility is not appropriate and an
outline of any plans to achieve such compatibility in the future.

Response
Met in full - the RM-ODP has been used extensively during the development of this submission.

Requirement
Proposals shall address relationships to the OMG Security and Transaction Services, whether or not
these technologies are utilised

Response
Met in full.

Proof of Concept Statement

The principal contributors to this submission are involved with the EC-funded COMPASS project,
as part of which they have developed two alternative prototype commercial implementations of
General Ledger software guided by extensive consultation with end users and accounting software
vendors, and utilising existing OMG-compliant technology.

The two implementations are based on existing accounting products and demonstrate the
applicability of this submission to both legacy and component-based software; they will be
available for display at the OMG Technical Meetings following the final submission.

Service Dependencies and Relationships

Security Service
This aspect is currently “work in progress” by the CORBA Security SIG and the FDTF. Security is
of paramount importance when dealing with highly sensitive financial information. One approach
may be to specify some application-level security capabilities, dealing with authorisation and
access control, which could be implemented either by using the existing Security Service (at level
one or above) or by the application itself if no Security Service implementation is available.

Object Transaction Service (OTS)
While this submission makes no explicit use of the Transaction Service, it is likely that
implementations targeted at large enterprises will take advantage of the facilities of this Service for
scalability.

Unified Modelling Language (UML)
The underlying models derived by the COMPASS partners as part of their work on the design of
the interface structure are based on the RM-ODP approach and documented using UML. See
Volume II of this submission.
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Calendar Facility
This submission makes no explicit use of this Facility.

Currency Facility
This submission uses a FdCurrency Facility which provides several opaque types to this
specification. As some specifications and features are not yet finalised by OMG nor available in
actual implementations, the submitters have compiled the GL IDL by:

• changing value types to interface types
• use placeholder versions of any non-available service types in the appropriate included IDL file

Workflow Facility
This submission makes no explicit use of the Workflow Facility.

Time and Internationalisation Facility
This submission makes no explicit use of this Facility.

Event Service
This submission makes no explicit use of the Event Service.

Pass-by-Value
Although this submission does not explicitly require support for Pass-by-Value, it is used by the
Currency Facility.

Notification
This submission makes no explicit use of the Notification Service.

Party Management Facility
This submission makes no explicit use of this Facility.

Relationship Service
Although this submission does not use this service itself, it is used in the Currency Facility (see
above).

Query Service
Although this submission does not use this service itself, it is used in the Currency Facility (see
above).

Persistence Service
Although this submission makes no explicit use of this service, its use is assumed in order to
provide server-side persistence.

Messaging Service
This submission may be updated to take advantage of the improved semantics provided by this
service for one-way operations; the optional routing part of this service will not be included.
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For convenience, the status of the above, and other relevant technologies, within the OMG process
is shown below. Note: last checked against OMG web site on 29th March 1998.

Current stage in the OMG  process Technology
Formally approved Unified Modelling Language (UML)

Event Service
Time and Internationalisation

Formal adoption vote completed COM/CORBA Part B
Object Pass-by-Value
CORBA Core RTF
ORB Interoperability RTF
C++ Mapping RTF
Security 1.2 RTF

Adoption vote in progress Currency Facility
Revised submission(s) received Notification

Workflow Facility
Business Objects

Initial submission(s) received CORBA Component Model
Party Management Facility

Awaiting initial submission(s) Calendar Facility
Awaiting RFI responses Common Business Objects

Relationship to CORBA

The General Ledger Facility assumes the use of a CORBA-compliant ORB.

Relationship to the OMG Object Model

The General Ledger Facility conforms to the OMG Object Model.
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Appendix B - General Ledger Facility IDL

#include <FdCurrency.idl>

module FdGeneralLedger {

    // FORWARD DECLARATIONS

    interface GLProfile;                // establish client session
    interface GLBookKeeping;            // data entry
    interface GLRetrieval;              // data acquisition
    interface GLIntegrity;              // data integrity checks
    interface GLAccountLifecycle;       // GL Account lifecycle management
    interface GLFacilityLifecycle;      // GL Facility lifecycle management

    // DATA TYPE DECLARATIONS

    typedef sequence<boolean> booleanList;
    typedef sequence<wstring> wstringList;

    struct NameValue {
        wstring name;
        wstring value; }; // TBD
    typedef sequence<NameValue> NameValueList;

    typedef FdCurrency::Date Date;
    typedef FdCurrency::Money Money;
    typedef wstring Currency; // ISO CURRENCY MNEMONIC

    enum ChartKind {DEFAULT_NOMINAL, EXISTING_CHART, EMPTY_LEDGER };

    struct AccountInfo {
        wstring acc_ref;
        wstring description; };
    typedef sequence<AccountInfo> AccountInfoList;

    enum AccountKind { CASH, BANK, CONTROL, REGULAR };

    struct Account {
        wstring         GLAcc_ref; // GL Account reference
        wstring         GLAcc_name; // name
        wstring         GLreporting_code;
        Currency        default_currency;
        boolean         is_control;
        Money           tp_bal;
        Money           ytd_bal;
        wstring         con_acc_kind;
        wstring         con_acc_desc;
        wstringList     optional_fields; };
    typedef sequence<Account> AccountList;

    enum PeriodKind { NO_DATE, WEEK, MONTH, QUARTER, YEAR };

    struct AccountingPeriod {
        wstring period_name;
        PeriodKind period_kind;
        Date start_date;
        Date end_date; };
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    struct HistorySpec{
        wstring lower_acc_ref, upper_acc_ref;
        wstring start_period, end_period;
        Date start_date, end_date;
        wstring lower_trans_no, upper_trans_no; };
    typedef sequence<HistorySpec> HistorySpecList;

    struct TransactionInfo {
        wstring trans_no;
        wstring trans_kind;
        wstring period_id; // TBD
        Date    trans_date; };
    typedef sequence <TransactionInfo> TransactionInfoList;

    struct Entry {
        unsigned long trans_no;
        Date          entered_date;
        wstring       account_no;
        wstringList   dimension_accounts;
        Money         amount;
        double      quantity;
        wstring       description;
        wstring       rule_ref;
        wstring       invoice_no;
        wstring       document_ref;
        wstring       user_name;
        NameValueList     optional_fields; };
    typedef sequence<Entry> EntryList;

    struct Transaction {
        unsigned long trans_no;
        wstring       trans_kind;
        wstring       period_id;
        Date          trans_date;
        wstring       document_ref;
        EntryList   entries;
        NameValueList     optional_fields; };
    typedef sequence<Transaction> TransactionList;

    // EXCEPTION DECLARATIONS

    exception BadDate { wstring error;
        Date bad_value; }; 
    exception BadChartKind { wstring error;
        ChartKind bad_value; };
    exception BadSelection { wstring error;
        unsigned long selection_code;
        booleanList bad_members; };
    exception BadTransaction { wstring error;
         wstring trans_no; booleanList bad_fields; };         
    exception BadAccountKind {wstring error;
        AccountKind bad_value; };
    exception BadHistorySpec { wstring error;
        booleanList bad_members; };
   exception BadPeriod {
       wstring error;
       wstring period_id; }; // TBD.
   exception BadName { wstring error, bad_value; };
   exception BadAccountRef { wstring error;
       wstring bad_value; };
   exception BadTransNo { wstring error;
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       wstring bad_value; };
   exception NoChartOfAccounts { wstring error; };
   exception CannotRemove { wstring error; };
   exception ProfileError { wstring error; }; // TBD.
   exception UnknownCompany { wstring error, bad_value; };
   exception MaxExceeded { wstring error;
       unsigned long max_amount; };
   exception BadIntegrity { wstring error;
       any bad_value; };
   exception BadAccountName { wstring error;
       wstring bad_value; };
   exception BadReportingCode { wstring error;
       wstring bad_value; };

    // INTERFACE DECLARATIONS

    interface GLProfile {

        // PROFILE OPERATIONS
        wstring get_default_company_name() raises ( NoChartOfAccounts );
        wstringList get_GL_company_names() raises ( NoChartOfAccounts );
        Date get_current_system_date();
        wstring general_ledger_open (
             in wstring company_name, in Date system_date )
             raises ( UnknownCompany, ProfileError, BadDate );
        void quit() raises ( ProfileError );

        // FRAMEWORK OPERATIONS
        GLBookKeeping book_keeping() raises ( ProfileError );
        GLRetrieval retrieval() raises ( ProfileError );
        GLIntegrity integrity() raises ( ProfileError );
        GLAccountLifecycle account_lifecycle() raises ( ProfileError );
        GLFacilityLifecycle facility_lifecycle() raises ( ProfileError );

        // PROFILE INFORMATION
        wstring get_client_company_name() raises ( ProfileError,
NoChartOfAccounts );
        AccountingPeriod get_current_period() raises ( ProfileError );
        wstringList get_tax_codes() raises ( ProfileError ); //TBD.
        wstringList get_GLReport_codes() raises ( ProfileError );
        wstring get_default_currency() raises ( ProfileError );
        wstringList get_known_currencies() raises ( ProfileError );
        wstringList get_dimension_names() raises ( ProfileError );
    };

    interface GLRetrieval {

        // ACCOUNT RETRIEVAL
        unsigned long number_of_accounts();
        AccountInfoList get_account_info ( in AccountKind type_of_account )
            raises ( BadAccountKind );
        AccountInfoList get_all_account_info();
        Account get_account ( in wstring GLAcc_ref )
            raises ( BadAccountRef );
        AccountList get_multiple_accounts ( in wstringList account_refs )
            raises ( BadAccountRef );
        AccountList get_accounts_from_GLreporting_code(
            in wstring GLreporting_code)
            raises (BadReportingCode);
        AccountInfoList get_control_acc_info();
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        // TRANSACTION RETRIEVAL
        unsigned long number_of_current_transactions();
        TransactionInfo get_transaction_info(in wstring trans_no) raises
(BadTransNo);
        TransactionInfoList get_multiple_transaction_info (
            in HistorySpec history_range )
            raises ( BadHistorySpec, MaxExceeded );
        HistorySpec get_current_history_range (
            out unsigned long number_of_transactions );
        unsigned long number_of_history_transactions (
            in HistorySpec history_range )
            raises ( BadHistorySpec );
        Transaction get_transaction(in wstring trans_no)
             raises (BadTransNo);
        TransactionList get_multiple_transactions ( in HistorySpec history_range
)
            raises ( BadHistorySpec, MaxExceeded );
    };

    interface GLBookKeeping {

        void post ( in Transaction single_transaction ) raises ( BadTransaction
);
        void post_batch ( in TransactionList transactions ) raises (
BadTransaction );

    };

    interface GLAccountLifecycle {

        // ACCOUNT LIFECYCLE
        void createAccount(in wstring GLAcc_ref,
            in wstring GLAcc_name,
            in boolean is_nominal_account,
            in boolean is_control_account, // TBD.
            in wstring reporting_code)
            raises (BadAccountRef, BadAccountName, BadReportingCode);
        void removeAccount(in wstring GLAcc_ref)
            raises (BadAccountRef, CannotRemove);
        void modify_account(in wstring GLAcc_ref,
            in wstring new_GLAcc_name,
            in wstring new_reporting_code)
            raises (BadAccountRef, BadAccountName, BadReportingCode);

        // PERIOD/YEAR CLOSING
        void close_accounting_period(
            in wstring period_id)
            raises (BadPeriod);
        void close_accounting_year(
            in wstring last_period_in_year)
            raises(BadPeriod);

    };

    interface GLIntegrity {

        wstringList get_dynamic_selection();
        boolean check_integrity ( in wstring integrity_check_selection )
            raises (BadSelection, BadIntegrity );

    };
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    interface GLFacilityLifecycle {

        // COMPANY/CHART OF ACCOUNTS LIFECYCLE
        NameValueList get_company_attributes ( in wstring company_name )
            raises ( UnknownCompany );
        void create_company_chart_of_accounts ( in wstring new_company_name,
            in ChartKind chart_of_account_schema,
            in wstring copied_company_name_for_schema )
            raises ( UnknownCompany, BadChartKind );
        void expunge_company ( in wstring company_name )
            raises ( UnknownCompany, CannotRemove );
        void set_GLReport_codes ( in wstringList GLReport_codes )
            raises ( BadName, MaxExceeded );
        void set_default_currency ( in wstring currency_mnemonic )
            raises ( BadName );
        void set_known_currencies ( in wstringList currency_mnemonics )
           raises ( BadName, MaxExceeded );

    };

};  // end of FdGeneralLedger
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